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liability assumed for damages resulting from the use of the information contained herein.

Trademarks

All terms mentioned in this user manual that are known to be trademarks or service marks have been appropriately
capitalized. Nurve Networks LLC cannot attest to the accuracy of this information. Use of a term in this user manual should
not be regarded as affecting the validity of any trademark or service mark.

Warning and Disclaimer

Every effort has been made to make this user manual as complete and as accurate as possible, but no warranty or fitness is
implied. The information provided is on an “as is” basis. The authors and the publisher shall have neither liability nor any
responsibility to any person or entity with respect to any loss or damages arising from the information contained in this user
manual.

The example companies, organizations, products, domain names, e-mail addresses, logos, people, places, and events depicted
herein are fictitious. No association with any real company, organization, product, domain name, e-mail address, logo,
person, place, or event is intended or should be inferred.

eBook License

This electronic user manual may be printed for personal use and (1) copy may be made for archival purposes, but may not be
distributed by any means whatsoever, sold, resold, in any form, in whole, or in parts. Additionally, the contents of the DVD
this electronic user manual came on relating to the design, development, imagery, or any and all related subject matter
pertaining to the CHAMELEON™ systems are copyrighted as well and may not be distributed in any way whatsoever in
whole or in part. Individual programs are copyrighted by their respective owners and may require separate licensing.



NURVE NETWORKS LLC, . END-USER LICENSE AGREEMENT FOR CHAMELEON AVR HARDWARE, SOFTWARE , EBOOKS, AND USER MANUALS

YOU SHOULD CAREFULLY READ THE FOLLOWING TERMS AND CONDITIONS BEFORE USING THIS PRODUCT. IT CONTAINS SOFTWARE, THE USE OF
WHICH IS LICENSED BY NURVE NETWORKS LLC, INC., TO ITS CUSTOMERS FOR THEIR USE ONLY AS SET FORTH BELOW. IF YOU DO NOT AGREE TO THE
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12724 Rush Creek Lane
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This document is valid with the following hardware, software and firmware versions:
e CHAMELEON AVR 8-Bit Board Revision A. or greater.
e Atmel AVR Studio 4.14 or greater.
e Arduino Toolchain 0017 or greater for Windows/Linux/Mac OS X.
e Propeller IDE 1.26 or greater.

The information herein will usually apply to newer versions but may not apply to older versions. Please contact Nurve
Networks LLC for any questions you may have.

Visit www.xgamestation.com & www.chameleon-dev.com for downloads, support and access to the Chameleon user
community and more!

For technical support, sales, general questions, share feedback, please contact Nurve Networks LLC at:

support@nurve.net / nurve_help@yahoo.com
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0.0 Introduction and Origins

Welcome to the Hardware/Programming Manual for the Chameleon AVR 8-Bit Development Kit. This is a light-
hearted, non-censored, no-holds-barred manual. If you find technical errors or have comments, simply write them down in
a file and please send them to us at support@nurve.net or post on our forums and we will continue to merge them into
this working document.

The document contains two main sections —

= The Hardware Manual - This is a fast and furious circuit description of the Chameleon AVR 8-Bit Board’s dual
processor implementation around the Atmel AVR 328P and Parallax Propeller processors. The Atmel 328P chip
is 8-bit, single cycle instruction (in most cases) supporting 16-bit math and multiplication. It has 32K of FLASH
and 2K of SRAM. We are running it at 16 MHz on the Chameleon, but its capable of running 20 MHz nominally
and beyond when over clocked. The Parallax Propeller chip is used for media processing and runs at 80Mhz per
core with 8 cores. Each instruction takes 4 clocks thus the Propeller runs at 20 MIPS per core nominally. It has
32K of SRAM and 32K ROM.

= The Programming Manual — This is the nitty gritty of the manual and has examples of programming graphics,
sound, keyboard, mice, I/O, etc., and explains how the processors work together along with their various tool
chains.

The Chameleon PIC 16-Bit is very similar to the Chameleon AVR 8-Bit. In fact, the

Nfear | Processor was removed from my originally design and replaced by the PIC 16 and the
I/0 interfaced re-connected, so if you learn one system you learn them both more or
less.

The Chameleon’s were designed to be application boards to solve real world problems that you might have day to day in
your designs, engineering classes, or work. The Chameleons philosophy is to be very powerful, but very simple. | have
always been very interested in graphics and media processing, however, its is very hard to get a simple embedded
system or development board to output NTSC, PAL, VGA, etc. Thus, | set out to design something that wasn’t a
development or educational kit like our other products, but was something you just “use” to solve problems that is also
good at displaying information and interfacing to user input devices. Nonetheless, | wanted the Chameleons to be able
to do graphics, produce sound, interface to keyboards and mice and be as small as a credit card. There are a number of
approaches to this design, but with multiprocessing and multicore so popular, | thought it would be interesting to use both
concepts in a product. The Chameleon is the culmination of these ideas. To create a product that with very little coding
you could output NTSC/PAL graphics, VGA graphics, read keyboards, and mice as well as communicate with serial ports
and perform digital and analog 1/0.

The selection of the processors was difficult as it always is. We have to balance price, performance, user base, flexibility
and a number of other factors. Additionally, since the Chameleon is a dual processor design, | had to think of a clean way
to interface the processors such as shared memory, SPI, I°C, etc. Taking all those factors into consideration, | decided to
use the Atmel AVR AT328P processor for the Master and the Parallax Propeller chip for the Slave. The PIC version
uses a PIC24 16-bit processor, but the idea is the same.

Thus, the idea is that the AVR (or PIC) with its huge fan/user base will be the ring leader, you code in C/ASM on the AVR
processor and then over a SPI interface you send commands to the Propeller chip (which is running a SPI driver) and
then issues the commands from the AVR to various processors (more on this in the Architecture Overview). This is the
perfect fusion and balance of the two processors. From the AVR’s perspective the Propeller chip is simply a media
processor, the programmer need not know a single thing about the Propeller if he doesn’t want to. On the other hand, this
setup is incredibly flexible. The Propeller can run any set of drivers on it that we wish and thru an agreed on
communications protocol the AVR can control these drivers remotely and get work done.

Finally, when | started designing the AVR version of the Chameleon a couple years ago, | kept hearing about this product
called the Arduino, finally | went to the site and checked it out, but was surprised that there was no “Arduino” per se. The
Arduino isn’'t a product so much as it’'s an ideal or methodology of software and tools. There is nothing but a single AVR
ATMega 168/328 on each Arduino board there is no extra hardware to do anything. So | looked deeper and found out the
Arduino guys came to the same conclusion | did about embedded system programming — its too hard!

The tool chains area nightmare, installation has too many steps, and its just too complicated for newbie’s that just want to
play with something. So what they did was not concentrate on hardware, but concentrate on software. They took the AVR
tool GNU GCC tool chain and covered it up with a Java application. Therefore, from your perspective as a programmer
you don’t need to know anything about AVRStudio, GNU GCC, WinAVR, etc. All you need to know is how to type in the
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Arduino text editor and press a couple buttons. Now, programming AVRs (and PICs) is a challenge as well. You normally
need an ISP (in circuit programmer) and to use another tool. Thus, you first write your code with AVRStudio, compile it,
then you have a binary that you download with yet another software tool and a physical ISP programmer.

This again is a nightmare and a mess for newbies, so the Arduino guys also integrated this into the tool and supplied a
“bootloader” on the AVR chips their Arduino's ship with, therefore all you need is a serial connection to the AVR chip on
the Arduino hardware and the Arduino tool can initiate communications and download to the FLASH memory.

Therefore, with a single AVR chip programmed with the Arduino bootloader and the Arduino software tool, you can write
code and immediately download to the chip. Moreover, they ported the tool to Mac and Linux, so the experience from
Windows, to Mac OS X to Linux is more or less the same (once you have the tool installed). This is good since AVRStudio
does NOT even work on Mac or Linux!!!

Anyway, | knew | had to try and be compatible with the Arduino tool since it would be very cool if people could use
Arduino software and tools on the Chameleons. Of course, | was using the new Atmel 328P in my designs and Arduino
was still using the Atmel 168, but | hoped they would upgrade in time and they did! So now the Chameleons will run the
Arduino tool chain and you can use Chameleons as supped up Arduinos'. Of course, our boards are physically different
and our headers are slightly different, but more or less with a little work any program designed for the Arduino can be
ported to the Chameleon in a matter of minutes. Then you get the power of the Propeller media processor to display text,
graphics, read keyboards, mice, and make sounds, etc.

As an example, imagine you have an Arduino servo controller program and it uses one of the PWM ports on the AVR
328P. Since we are using the same chip, the Chameleon has the same PWM ports and we export the pins out to the
digital and analog I/O headers just like the Arduino. But, now imagine that instead of just sending a signal on the digital
ports to move the servo right or left, you can use a PS/2 keyboard? Or mouse? And now imagine that you can display the
position and angle on a VGA monitor and even draw the servo in color graphics on the screen!

So the Chameleon is like a super charged Arduino with support for graphics, audio, keyboard, mice and much more! And
the cool thing is that the code you have to write to support the added features and capabilities of the Chameleon are
usually just a few lines that call API functions to communicate with the Parallax Propeller media processor.

The Chameleon PIC 16-Bit is very similar to the Chameleon AVR 8-Bit, but porting the
Arduino software to the Chameleon version has not been done yet. However, all the
pieces are there. There is a GNU GCC compiler for the PIC24, and other than that its
([0 =l just a matter of porting the Arduino libraries and runtime software template. The Java
application is chip agnostic and is nothing more than a Java app. So hopefully,
someone ports the Arduino software to run on the Chameleon PIC as well, so all us PIC
users can experience the ease of use and multiplatform support as well.

Last, but not least, peruse the entire manual before doing anything. There are a few
IMPORTANT! items that are embedded in the middle or end that will help you understand things, so

B best to read the whole thing first then go ahead and start playing with the hardware and
programming.

So without further ado, let’s begin!
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1.0 Architectural Overview

Figure 1.0 — The Chameleon AVR 8-Bit.
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The Chameleon AVR 8-Bit or simply the “Chameleon AVR” is developed around the Atmel 8-Bit Mega AVR 328P28-
Pin DIP QFP. Figure 1.1 shows an image of the Chameleon AVR 8-bit annotated. The Chameleon AVR has the following
hardware features:

28-Pin DIP Package version of the AVR 328P, runs at 16 MHz with a maximum speed of 20 MHz suggested by
Atmel. However, it can easily be over clocked to 25-30 MHz.

Parallax Propeller multicore processor, 32K RAM, 32K ROM, QFP 44-Pin package running at 80 MHz per core
with 64K Byte serial EEPROM for program storage (2x required memory).

RCA Video and Audio Out Ports.

HD15 Standard VGA Out Port.

Single PS/2 Keyboard (and mouse) Port.

Single 9V DC power in with regulated output of 5.0V @ 500mA and 3.3V @ 500 mA on board to support external
peripherals and components (the AVR 328P is 5V, Propeller is 3.3V).

Removable XTALs to support faster speeds and experimenting with various reference clocks.

Expansion headers that exposes |/O, power, clocking ,etc. for both the AVR and Propeller.

USB UART built in with Mini-B connector.

6-PIN ISP (In System Programming) interface compatible with Atmel AVRISP MKII as well as other 3" party
programmers.

1 MByte of SPI FLASH storage chip that can be used as local storage or a full FAT file system.

“Break Away” experimenter prototyping board that can be snapped off for prototyping and adding extra hardware
to the Chameleon.

13



© 2009 NURVE NETWORKS LLC “Exploring the Chameleon AVR 8-Bit”

Figure 1.1 — Chameleon system level diagram.
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Referring to Figure 1.1, this is a system level diagram of the relationship of the Chameleon to all the system components.
First, everything to the right is optional and only needed for programming the Chameleon. Once the Chameleon is
programmed it’s a stand alone application that you can put anywhere you like. With that in mind, let’s take a quick look at
how things work. To begin with, there are two processors on the Chameleon AVR, the AVR ATMega 328P and the
Parallax Propeller chip. The AVR chip is used as the “master” processor. You write your application on there in C/C++,
ASM, or with the Arduino tool and then using a very simply API you send “messages” to the Propeller chip. The
messages direct the Propeller chip to perform tasks. These tasks can ultimately be anything, but for now, we have set the
Propeller up so it can generate NTSC and VGA graphics, audio, and read keyboards and mice. So the Propeller does all
the work for you, the AVR does very little, thus freeing the AVR to take the role as master controller.

The messages sent to the Propeller are transferred over a high speed SPI (serial peripheral interface) link. The AVR has
SPI hardware built in, so sending bytes to the Propeller is as simple as setting up a few registers and writing some bytes.
However, the Propeller has no SPI hardware, so we had to write drivers that emulate the SPI protocol with software. This
means there are limits to the speed you can send SPI traffic as well as the software SPI drivers are not very robust, they
are just “starter” drivers for you, | suggest you improve them.

As an example of how the system works, let’s say you have a AVR C/C++ program you developed with AVRStudio or
maybe the Arduino tool. It has a A/D convertor and measures temperature. The temperature is then sent out to a crude
LCD screen and looks ugly. Also, there are some controls for the program that you must use some external push button
switches to set, but it would be nice if you had a keyboard or mouse for user input. This is no problem for the chameleon!

You would take you original program, compile it for the Chameleon, then add a few lines of code from our NTSC or VGA
API that command the Propeller to draw text on the screen. Then you can print out your temperature information nicely on
a little NTSC/VGA monitor. Moreover, you can write some simple GUI controls, so with the mouse or keyboard you could
make command selections on the NTSC/VGA screen! Very slick! As another example, you can use the Chameleon’s built
in USB serial port to communicate to the PC. So say you want to control some motors, or do some A/D, but you want the
PC to take that information and plug it into some larger application. Normally, to get something interfaced with the PC is
nightmare in the era or post legacy devices where only USB connectors exist and there are no parallel or DB9 serial ports.
But, with the Chameleon its easy, you just write your driver code on the Chameleon, use the serial UART library to
communicate to the PC and send the information. Moreover, you can display status and what’s going on thru one of the
local video ports of the Chameleon, so even if the PC is remote the local Chameleon can display what’s going on and
what its being told to do by the PC.
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The possibilities are limitless with the Chameleon. We wanted to take the work out of generating video, audio, reading
keyboards and mice out of the picture for you, but at the same time insulate you from what’s going on under the hood —
unless you really want to know.

Next, let’s inventory your Chameleon AVR 8-Bit Kit.

Figure 1.2 — Chameleon AVR 8-Bit kit contents (DVD not shown).
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You should have the following items in your kit, referring to Figure 1.2.
= Chameleon AVR 8-Bit System Board.
= DVD ROM with all the software, demos, IDE, tools, and this document.

= White solderless experimenter board to be affixed to “break away” experimenter prototyping area on Chameleon if
desired.
= (1) Bi-color Red/Green LED.

Not Included

= 9V power supply with tip +, ring -, 2.1mm barrel.
= Mini B USB cable to go from PC to Chameleon AVR.
= AVR MK I ISP Programmer.

The Chameleon will run off the USB cable, so you do not require a wall adapter for development. Also, the Chameleon
AVR is pre-loaded with the Arduino bootloader, therefore, if you use the Chameleon in “Arduino mode” only you will not
need an Atmel AVR ISP MK Il programmer, but we recommend one so that you can use AVR Studio to write more
advanced C/C++ and ASM programs and to have more control over the platform. Additionally, if you inadvertently damage
the FLASH'ed bootloader you will have to reload it. Thus, you need an AVR ISP MK II or similar programming hardware
tool in the event you need to re-FLASH the bootloader.
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1.2 Chameleon AVR “Quick Start” Demo

Figure 1.3 — The Console demo running — Crate-it!
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The Chameleon AVR 8-bit is pre-loaded with a demo programmed into the AVR’s FLASH memory, a screen shot is
shown in Figure 1.3 that illustrates images of both the NTSC and VGA monitors during the demo. We will use this to test
your system out. The following are a series of steps to try the demo out and make sure your hardware is working.

We are going to assume you are running Windows XP or similar. Linux and Mac
systems are similar for this simple demo experiment. However, Linux and Mac detect
and install the FTDI USB drivers differently which we will cover in their respective setups
in the Appendices.

IMPORTANT!

First Things First...

Before we plug the Chameleon in and test it, a couple things to pay attention to. First, the Chameleon can be powered by
either a 9V DC adapter or draw power from the USB port connection. If you have a 9V DC adapter then you can use it for
power. However, to “talk” to the Chameleon you are going to need a mini-B USB cable no matter what. Therefore, when

we get to the power setup in Step 3, you can either plug in both the 9V adapter and the USB cable or just the USB cable.

If you plug in the USB port cable then the PC will detect a new USB device and if you have Windows SP 2/3 then it should
install the FTDI drivers itself. If it doesn't, its alright we will perform driver installation later during the software installation
phase. Point is, the moment you plug the Chameleon into the Windows PC, plug and play is going to detect the new USB
device of the serial UART built into the Chameleon, so don'’t panic!

Step 1: Place your Chameleon AVR on a flat surface, no carpet! Static electricity!

Step 2: Make sure the power switch at the front is in the OFF position, this is to the RIGHT.

Step 3: Plug your 9V DC wall adapter in and plug the 2.1mm connector into the bottom right power port on the
Chameleon AVR. If you do not have a power adapter then you can power the Chameleon AVR with the USB port. Plug a
USB mini-B cable from you PC to your Chameleon AVR. We suggest using a powered USB hub since the Chameleon

will draw a lot of power.

Step 4: Insert the A/V cable into the ORANGE (video) and WHITE (audio) port of the Chameleon AVR located top-right of
the board and then insert them into your NTSC/Multi-System TV’s A/V port.

Step 5: Plug a PS/2 compatible keyboard into the PS/2 port on the Chameleon (top right).

Step 6: Turn the power ON by sliding the ON/OFF switch to the LEFT then hit the Reset button as well (next to the AVR
chip).
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Step 7: The demo will start immediately, it’s a little block pushing game called “Crate-it!”. Use the keyboard arrow keys to
move your character and push blocks around and move them to their resting positions (usually on the opposite side of the
screen).

You should see something like that shown in Figure 1.3. The actual program that is loaded into the AVR is located on your
DVD here:

DVD-ROM:\ CHAM_AVR \ SOURCE \ CRATE_IT_V010.C
The Arduino version is located in the \Sketches directory on the DVD here:
DVD-ROM :\ CHAM_AVR \ TOOLS \ ARDUINO \ SKETCHES \ CHAM_AVR_CRATE_IT
Both versions are nearly identical, the Arduino version has simply been converted into an Arduino Sketch.

Of course, the demo needs many other driver and system files to link with, but we will get to this latter when we discuss
the installation of AVR Studio/WinAVR/Arduino and the tool chain in general for C/C++ and ASM programming.

The demo took about a week to develop and was written by one of our Demo coder’s JT Cook to see what he could do
wit the Chameleon in a week and rely 100% on our drivers. The results are pretty amazing, and the cool thing is the game
literally was ported to the PIC version in a matter of minutes. So as an extra bonus by leveraging the Propeller to do alll
media processing, the AVR/PIC processor running the applications (or games) is usually in pure C/C++ and since the
interface APlIs to the Propeller are the same you get the exact same experience when you port an applications from the
Chameleon AVR to PIC and vice versa. Of course, the PIC version is faster and has more memory — but, use AVR users
like it that way — a challenge!

Hit the Reset button over and over and the demo will reset and reload immediately, If the system ever locks up (rare, and
always due to bad code), then simply hit Reset a few times or cycle the power.

Playing Crate-It!

Crate-it! is your standard block pushing game where you want to get the objects (blocks) from one side of the screen to
resting positions on the other side. The problem is that if a block hits up against an immovable object, they can get stuck

and you are out of luck. These types of games are very easy to develop, but hard to play. You have to really think about
what order you move blocks and you have to be weary about getting stuck.

This version requires an NTSC monitor, and the local PS/2 keyboard plugged in. Also, make sure to have the audio port
connected to your TV, there is sound.

To play, simply move the character with the arrow keys and push the blocks around. The first level has the blocks on the
left side and their resting positions on the right side, so you have to “push” the moveable blocks from the left side to the
right side without getting stuck, or putting yourself in a corner. The first level has 6 blocks that must be moved.

This concludes the Quick Start demo.
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Figure 1.4 — The Atmel Mega AVR 328P packing for 28-Pin TQFP and PDIP packages.
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Figure 1.5 - The Atmel Mega AVR 328P architecture block diagram.
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The Atmel AVR 328P (P stands for Pico Power) comes in a number of packages including 28-pin DIP (duel inline
package). We are using the Mega AVR 328P DIP package in the Chameleon. Figure 1.4 shows the packaging and pin out
of the chip. The AVR 328P was designed as a general purpose, high performance microcontroller with an 8-bit data path,
single clock execution on many instructions, as well as support for 16-bit operations and built in multiply instructions. The
chip has a large FLASH memory of 32K Bytes, but a smaller 2K Byte SRAM which makes a lot of RAM intensive
applications challenging; however, the Chameleon is designed for control applications and 2K of RAM should be more
than enough for anything you need. Moreover, the 328P has 2x the amount of FLASH as the 168 which successfully was
used in thousands if not tens of thousands of Ardunios and everyone did just fine. For complete details on the processor,
please review the datasheet located on the DVD-ROM here:

DVD-ROM: \ cham_avr \ docs \ datasheets \ ATMega48 88 168 328 doc8161.pdf

Table 1.2 below shows the various differences between the 48, 88, 168, and 328 variants for reference. Additionally, there
is a useful EEPROM memory as well that can be used as a little disk drive or memory storage for whatever purposes. Of
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course, the AVR 328P allows re-writing to the FLASH as well, so unused portions of FLASH can be used for storage;
however, it's not ideal to constantly re-write FLASH since there is a limit to the number of times it can be re-written;
100,000 give or take. Additionally, you can use the 1MByte SPI FLASH on the Chameleon as well for storage.

FLASH memories typically have a maximum number of times they can be written;
something in the range of 10,000 to 100,000. This doesn’t mean that at 10,001 or
100,001 the memory won’t work, it just means the erase cycles and write cycles may
take longer to get the memory to clear or write. And this then degrades further as the
write/erase cycles persist. Thus, if you were to code all day and re-write your FLASH
100x times a day, then at 100,000 re-write cycles, you would have 3-4 years before you
ever saw any problems. On the other hand, if you write code to use the FLASH as a
solid state disk and constantly re-write the memory 10,000x a run, you can see how
quickly you might degrade the memory. Thus, use the EEPROM for memory you need
to update and still be non-volatile and save the life of the FLASH.

Table 1.2 - Differences between ATmega 48P, 88P, 168PP, and 328P.

Device Flash EEPROM RAM
ATmega 48P 4 K Byte 256 Bytes 512 Bytes
ATmega 88P 8 K Byte 512 Bytes 1 K Byte
ATmegal68P 16 K Byte 512 Bytes 1 K Byte
ATmega328P 32 K Byte 1 K Byte 2 K Byte

Note: The “P” suffix simply means “Pico Power” and has nothing to do with the chip operation or functionality. The Pico
power version is identical to the non-pico power for our purposes and | will use them interchangeably.

Figure 1.5 shows the AVR 328P architecture in block diagram form and Table 1.3 lists the pins and their function for the
AVR 328P.

Since the AVR 328P has so many internal peripherals and only a finite number of pins,
many functions are multiplexed on the I/O pins such as SPI, 12C, UARTs, A/D, D/A, etc.
Thus, when you enable one of the peripherals they will typically override the 1/O
functionality and take on the special functions requested. However, when you don’t
enable any peripherals each I/0 pin is a simple I/O pin as listed in Table 1.3.

Table 1.3 — The AVR 328P general pin descriptions.

Pin Group Description

Port B (PB7:PB0) - Port B is an 8-bit bi-directional I/0 port with internal pull-up resistors (selected for each bit). The Port
B output buffers have symmetrical drive characteristics with both high sink and source capability. As inputs, Port B pins
that are externally pulled low will source current if the pull-up resistors are activated. The Port B pins are tri-stated when a
reset condition becomes active, even if the clock is not running. Port B also contains the SPI interface signals as well as
the clocking input pins.

Port C (PC6:PCO0) - Port C serves as analog inputs to the Analog-to-digital Converter. Port C is an 7-bit bi-directional 1/0
port with internal pull-up resistors (selected for each bit). The Port C output buffers have symmetrical drive characteristics
with both high sink and source capability. As inputs, Port C pins that are externally pulled low will source current if the pull-
up resistors are activated. The Port C pins are tri-stated when a reset condition becomes active, even if the clock is not
running. Note: even though Port C only has 7-pins bonded out on the chip, the port register is still 8-bits wide, but the 8"
bit is simply ignored.

Port D (PD7:PDO0) - Port D is an 8-bit bi-directional I/O port with internal pull-up resistors (selected for each bit). The Port
D output buffers have symmetrical drive characteristics with both high sink and source capability. As inputs, Port D pins
that are externally pulled low will source current if the pull-up resistors are activated. The Port D pins are tri-stated when a
reset condition becomes active, even if the clock is not running. Port D also contains the UART signals.
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/RESET - Reset input. A low level on this pin for longer than the minimum pulse length will generate a reset, even if the
clock is not running.

XTAL1 - Input to the inverting Oscillator amplifier and input to the internal clock operating circuit.

XTAL2 — Output from the inverting Oscillator amplifier.

VCC — Main power, 5V.

GND — System ground.

AVCC - AVCC is the supply voltage pin for the Analog-to-digital Converter. It should be externally connected to VCC,
even if the ADC is not used. If the ADC is used, it should be connected to VCC through a low-pass filter.

AREF - This is the analog reference pin for the Analog-to-digital Converter.

The AVR 328P is a 8-bit RISC-like architecture chip with instructions being either 16 or 32-bits in size (mostly 16-bit).
The memory model is a “Hardware Architecture” meaning that the data and memory are located in separate memories
that are not addressed as a contiguous space, but rather as separate memories with different instructions to read/write to
them. This allows faster execution since the same buses aren’t used to access data and program space. Therefore, you
will typically access SRAM as a continuous 2K of memory and program/FLASH memory is in a completely different
address space as is EEPROM memory. Thus, there are 3 different memories that the AVR 328P supports. Additionally,
the AVR 328P maps registers as well as all it'’s I/0 ports in the SRAM memory space for ease of access. Figure 1.6 show
these memories.

Harvard as opposed to Von Neumann architecture are the two primary computer
memory organizations used in modern processors. Harvard was created at Harvard
University, thus the moniker, and likewise Von Neumann was designed by
mathematician John Von Neumann Von Neumann differs from Harvard in that Von
Neumann uses a single memory for both data and program storage.

Figure 1.6 - FLASH and SRAM memory layouts.

Program Memory Data Memory
0%0000 32 Registers 0x0000 - 0x001F
64 1/0 Registers 0x0020 - 0x005F
160 Ext I/0O Reg. 0x0060 - 0x00FF
0x0100
Internal SRAM
Application Flash Section (5612/1024/1024/2048 x 8)

0x04FF/0x04FF/0xOFF/0x08FF

L

Boot Flash Section
0xOFFF/0x1FFF/0x3FFF

Referring to Figure 1.6, Program Memory is composed of both a “Boot FLASH Section” and the “Application
Section”. The boot section holds boot ROM code and can be different sizes or disabled. The application section then
holds the actual run-time code for the application. The Data Memory is stored in SRAM of course and is 2048 bytes in
length. However, due to register space allocation there is a shift in the addresses; the first 256 byte addresses are used to
access registers and system 1/O then from address [$0100 - $08FF] is the 2K block of free memory. Not shown in the
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memory map is the “stack” which will need to go somewhere when you run your code, the C/C++ compiler sets this up
for you. When programming in pure ASM, you would have to set the stack pointer appropriately

The AVR C/C++ compiler is based on the GNU GCC tool chain and thus is not the best optimizing compiler on the planet,
but isn’'t bad. Hence, our approach will be to use C primarily for our coding and any time critical performance code you will
want to write in assembly language if you need to. But, we want to rely on C as much as possible for ease of use. ASM
should be used for drivers when necessary via APIs that can be called from C. Additionally, the Arduino tool chain uses
C/C++ as well. Even though the Arduino folks call the language “Processing”, its just good old C/C++!!!

The tool of choice for native AVR development is of course AVR Studio. This tool was
developed by Atmel and supports source level debugging, various programmer and ICE
debuggers etc. However, the C/C++ compiler is a plug in based on GNU GCC called
“WinAVR”. We will discuss the installation of the tool chain shortly, but keep in mind
the separation. Additionally, we will be using straight “C” for coding. C++ is supported,
but due to its overhead and lack of 100% support for embedded applications, we will
avoid it. C is much more compatible with all embedded systems and C++ is just asking
for trouble especially with the compiler.

NOTE

Figure 1.7 — Atmel AVR Studio 4 in action.
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